**C Arrays [1-D]**

Array is a linear collection of similar elements and it is also known as subscript variable.

Syntax :-

// If We not Initialize The array element during the declaration of array we have to maintain the size of array.

* **Data\_type Array\_Name[Size Of Array] ;**

// If We Initialize The array element during the declaration of array we have a choice we can or cannot maintain the size of array.

* **Data\_type Array\_Name[] = {Array Elements};**

**Declaration of array**

// we can’t declaration of array without mention the size of array

* Int array[ ];

// we can declaration of array with the size of array. When we declare with size it contains the memory block in a sequence according to the length of size. These memory block contain space in memory in the form of byte. And these byte depend on data type and architecture of operating system.

* Int array[ 7 ];

Example Array

These are the index number

0 1 2 3 4 5 6

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Block1  (4Byte) | Block2  (4Byte) | Block3  (4Byte) | Block4  (4Byte) | Block5  (4Byte) | Block6  (4Byte) | Block7  (4Byte) |

28 byte memory

Note

* 0 to 6 is a index number and we read as index of array 0, array 1 so on.
* We can access any value of array through array index number.

Main(){

Arr [7]= {20,40,60,80,90,35,55};

Array

0 1 2 3 4 5 6

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 20 | 40 | 60 | 80 | 90 | 35 | 55 |

Arr[4]; index number

Printf(“%d”, Arr[]);

}

//If we declare the array with the size and without initialized the element of array in that case all block contains garbage value.

* Int array[ 7 ];

Array

0 1 2 3 4 5 6

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Garbage  value | Garbage  value | Garbage  value | Garbage  value | Garbage  value | Garbage  value | Garbage  value |

Example

void main()

{

   int arr[5];

   for(int i=0;i<5;i++) {

      printf("Index of %d is %d",i, arr[i]);

      printf("\n");

   }

Output

![](data:image/png;base64,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)

**Declaration with initialization of array**

* **Int arr[5]={1,2,3,4,5,6,};**
* **Int arr[ ]={1,2,3,4,5,6,};**
* If We Initialize The array element during the declaration of array we have a choice we can or cannot maintain the size of array.
* We can’t Initialize The array elements more then the size of array.
* If we Initialize The array elements more then the size of array. It is also called index out of bound error.
* If we Initialize The array elements less then the size of array. In that case rest of the array block automatic contain null value(0) .

Arr [7]= {20,40};

Array

0 1 2 3 4 5 6

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 20 | 40 | 0 | 0 | 0 | 0 | 0 |

Example

Main()

{

   int array[5]={5,9};

   for(int i=0;i<5;i++){

      printf("Index of %d is %d",i, array[i]);

      printf("\n");

}

}

Output
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**Memory Allocation in array**

In array memory’s are allocated in continuous form.

Int Arr[3]={5,6,7};

Arr[0] Arr[0] Arr[0]

4 Byte 4 Byte 4 Byte

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |

If we declare random variables . it allocate random address of each variable .

Int a,b,c;

4 Byte 4 Byte 4 Byte

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |

**C Arrays [2-D]**

A 2D array is a array of array it is also known as a matrix (a table of rows and columns).

1-D array:- it contain memory physically and logically in linear way.

Arr [7]= {20,40,60,80,90,35,55};

Array

0 1 2 3 4 5 6

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 20 | 40 | 60 | 80 | 90 | 35 | 55 |

It contain 6 variable and value linearly .

2-D array:- it contain memory physically in linear way but 2-d array contain logically in the form of rows and columns .

Int arr[2][3]

Array

0 (index) 1(index)

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 0 1 2   |  |  |  | | --- | --- | --- | |  |  |  | | 0 1 2   |  |  |  | | --- | --- | --- | |  |  |  | |

We can say that 2-D array is a array of array.

We call 2-d array like.

Array(0,0) , Array(0,0) , Array(0,0) , Array(0,0) , Array(0,0) , Array(0,0) , Array(0,0),

We can draw a 2-d array like that

Int Array[2][3]; (2 is row and 3 is coloum)

Array

0

1 1(index)

0 1 2

|  |  |  |
| --- | --- | --- |
|  |  |  |

0 1 2

|  |  |  |
| --- | --- | --- |
|  |  |  |

Why and When we use 2-d array.

Real life example

Suppose we have to store 5 student of 5 different classes in that case we use 2-d array.

Int arr[5][5];

Passing array to function

* Pass by value
* Pass by reference

Array always pass by reference without using pointer. In array we can pass the array value with reference (&).

**Declaration of array**

* Int arr[2][3]; we can
* Int arr[2][3]; we can
* Int arr[2][ ]; we can not
* Int arr[ ][ ]; we can not

**Declaration with initialization of 2-d array**

While Initialize a 2-d array it is necessary to maintain the second (column) dimension , whereas the first dimension (row) is optional.

Int arr[row][column];

* Int arr[2][3]={(0,1), (0,2), (0,3), (1,1), (1,2)}, (1,3)};
* Int arr[2][3]={1,2,3,4,5,6};
* Int arr[ ][ 3]= {12,23,34,46,56,68};

Solve some question

Find the average of given number using array through user input?